课题:

周四：C语言基础04-函数指针指针函数与函数指针

函数指针传值，

函数执行过程与函数回调函数参数详解

# 指针

### 指针自身类型

**你只要把指针声明语句里的指针名字去掉，剩下的部分就是这个指针的类型。**

int \* ptr;//指针的类型是int \*

**指针所指向的类型**

当你通过指针来访问指针所指向的内存区时，指针所指向的类型决定了编译器将把那片内存区里的 内容当做什么来看待。

从语法上看，**你只须把指针声明语句中的指针名字和名字左边的指针声明符\*去掉**，剩下的就是指 针所指

向的类型

int \* ptr; //指针所指向的类型是int

二 [维数组](http://c.biancheng.net/c/array/)在概念上是二维的，有行和列，但在内存中所有的数组元素都是连续排列的，它们之间没有“缝

隙”。以下面的二维数组 a 为例：

int a[3][4] = { {0, 1, 2, 3}, {4, 5, 6, 7}, {8, 9, 10, 11} };

从概念上理解，a 的分布像一个矩阵：

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 2 | 3 |
| 4 | 5 | 6 | 7 |
| 8 | 9 | 10 | 11 |

但在内存中，a 的分布是一维线性的，整个数组占用一块连续的内存：

* 1. **指针数组内存分布**

C语言中的二维数组是按行排列的，也就是先存放 a[0] 行，再存放 a[1] 行，最后存放 a[2] 行；每行中的 4 个元素也是依次存放。数组 a 为 int 类型，每个元素占用 4 个字节，整个数组共占用 4×(3×4) =

48 个字节。

C语言允许把一个二维数组分解成多个一维数组来处理。对于数组 a，它可以分解成三个一维数组，即

a[0]、a[1]、a[2]。每一个一维数组又包含了 4 个元素，例如 a[0] 包含 a[0][0]、a[0][1]、a[0][2]、a[0]

[3]。

假设数组 a 中第 0 个元素的地址为 1000，那么每个一维数组的首地址如下图所示：

为了更好的理解[指针](http://c.biancheng.net/c/80/)和二维数组的关系，我们先来定义一个指向 a 的指针变量 p： int (\*p)[4] = a;

括号中的\* 表明 p 是一个指针，它指向一个数组，数组的类型为int [4] ，这正是 a 所包含的每个一维数组的类型。

[ ] 的优先级高于\* ， ( ) 是必须要加的，如果赤裸裸地写作int \*p[4] ，那么应该理解为int \* (p[4]) ，p 就成了一个指针数组，而不是二维数组指针，这在《[C语言指针数组](http://c.biancheng.net/view/2020.html)》中已经讲到。

对指针进行加法（减法）运算时，它前进（后退）的步长与它指向的数据类型有关，p 指向的数据类型是int [4] ，那么p+1 就前进 4×4 = 16 个字节， p-1 就后退 16 个字节，这正好是数组 a 所包含的每个一维数组的长度。也就是说， p+1 会使得指针指向二维数组的下一行， p-1 会使得指针指向数组的上一行。

数组名 a 在表达式中也会被转换为和 p 等价的指针！

下面我们就来探索一下如何使用指针 p 来访问二维数组中的每个元素。按照上面的定义：

1. p 指向数组 a 的开头，也即第 0 行； p+1 前进一行，指向第 1 行。
2. \*(p+1) 表示取地址上的数据，也就是整个第 1 行数据。注意是一行数据，是多个数据，不是第 1 行中的第 0 个元素，下面的运行结果有力地证明了这一点：

#include <stdio.h> int main(){

int a[3][4] = { {0, 1, 2, 3}, {4, 5, 6, 7}, {8, 9, 10, 11} };

int (\*p)[4] = a;

printf("%d\n", sizeof(\*(p+1))); return 0;

}

运行结果：

16

\*(p+1)+1 表示第 1 行第 1 个元素的地址。如何理解呢？

\*(p+1) 单独使用时表示的是第 1 行数据，放在表达式中会被转换为第 1 行数据的首地址，也就是第 1

行第 0 个元素的地址，因为使用整行数据没有实际的含义，编译器遇到这种情况都会转换为指向该行第0 个元素的指针；就像一维数组的名字，在定义时或者和 sizeof、& 一起使用时才表示整个数组，出现在表达式中就会被转换为指向数组第 0 个元素的指针。

4) \*(\*(p+1)+1) 表示第 1 行第 1 个元素的值。很明显，增加一个 \* 表示取地址上的数据。根据上面的结论，可以很容易推出以下的等价关系：

a+i == p+i

a[i] == p[i] == \*(a+i) == \*(p+i)

a[i][j] == p[i][j] == \*(a[i]+j) == \*(p[i]+j) == \*(\*(a+i)+j) == \*(\*(p+i)+j)

【实例】使用指针遍历二维数组。

for(int i=0; i<3; i++){ for(int j=0; j<4; j++)

printf("value :%d\n",\*(\*(p+i)+j));

}

运行结果：

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 2 | 3 |
| 4 | 5 | 6 | 7 |
| 8 | 9 | 10 | 11 |

## 指针数组和二维数组指针的区别

指针数组和二维数组指针在定义时非常相似，只是括号的位置不同：

int \*(p1[5]); //指针数组，可以去掉括号直接写作 int \*p1[5];int (\*p2)[5]; //二维数组指针，不能去掉括号

指针数组和二维数组指针有着本质上的区别：

### 指针数组是一个数组，只是每个元素保存的都是指针，

以上面的 p1 为例，在32位环境下它占用 4×5 = 20 个字节的内存。

**二维数组指针是一个指针，它指向一个二维数组**，以上面的 p2 为例，它占用 4 个字节的内存。

* + 1. 内存上不一样
		2. 步长不一样
		3. 指针类型也不一样
		4. 指向内容也不一样

# 函数定义

## 什么是函数指针

如果在程序中定义了一个函数，那么在编译时系统就会为这个函数代码分配一段存储空间，这段存储空 间的首地址称为这个函数的地址。而且函数名表示的就是这个地址。既然是地址我们就可以定义一个指 针变量来存放，这个指针变量就叫作函数指针变量，**简称函数指针。**

那么这个指针变量怎么定义呢？虽然同样是指向一个地址，但指向函数的指针变量同我们之前讲的指向 变量的指针变量的定义方式是不同的。

例如：

int(\*p)(int, int);

### 这个语句就定义了一个指向函数的指针变量 p。首先它是一个指针变量，所以要有一个“ \* ”，即

**（ \* p）；**

其次前面的 int 表示这个指针变量可以指向**返回值**类型为 **int 型的函数**；

后面括号中的两个 int 表示这个指针变量可以指向有**两个参数且都是 int 型的函数**。

所以合起来这个语句的意思就是：定义了一个指针变量 p，该指针变量可以指向返回值类型为 int

型，且有两个整型参数的函数。

p 的类型为 int(\*)(int，int)。

### 所以函数指针的定义方式为：

函数返回值类型 (\* 指针变量名) (函数参数列表);

“函数返回值类型”表示该指针变量可以指向具有什么返回值类型的函数；

“函数参数列表”表示该指针变量可以指向具有什么参数列表的函数。这个参数列表中只需要写函数的参数类型即可。

我们看到，函数指针的定义就是将“函数声明”中的“函数名”改成“（\* 指针变量名）”。

但是这里需要注意的是：“（ \* 指针变量名）**”两端的括号不能省略**，

括号改变了运算符的优先级。如果省略了括号，就不是定义函数指针而是一个函数声明了，即声明了一 个返回值类型为指针型的函数。

那么怎么判断一个指针变量是指向变量的指针变量还是指向函数的指针变量呢？ 首先看变量名前面有没有“ \* ”，如果有“\*”说明是指针变量；

其次看变量名的后面有没有带有形参类型的圆括号，

如果有就是指向函数的指针变量，即函数指针， 如果没有就是指向变量的指针变量。

最后需要注意的是，指向函数的指针变量没有 ++ 和 -- 运算。

## 如何用函数指针调用函数

给大家举一个例子：

int Func(int x); /\*声明一个函数\*/ int (\*p) (int x); /\*定义一个函数指针\*/

p = Func; /\*将Func函数的首地址赋给指针变量p\*/

赋值时函数 Func 不带括号，也不带参数。由于函数名 Func 代表函数的首地址，因此经过赋值以后，指针变量 p 就指向函数 Func() 代码的首地址了。

下面来写一个程序，看了这个程序你们就明白函数指针怎么使用了：

# include <stdio.h>

int Max(int, int); //函数声明int main(void)

{

int(\*p)(int, int); //定义一个函数指针int a, b, c;

p = Max; //把函数Max赋给指针变量p, 使p指向Max函数

printf("please enter a and b:"); scanf("%d%d", &a, &b);

c = (\*p)(a, b); //通过函数指针调用Max函数

printf("a = %d\nb = %d\nmax = %d\n", a, b, c); return 0;

}

int Max(int x, int y) //定义Max函数

{

int z;

if (x > y)

{

z = x;

}

else

{

z = y;

}

return z;

}

输出结果是：

please enter a and b:3 4 a = 3

b = 4

max = 4

# 函数指针数组

## 函数指针数组

语文要学好.

这三个词我们扩充一下

函数的指针的数组 int (\*function\_pointer)[N](int,int);

int Array[N];

int \*Array[N];

数组

指针的数组

按照中文的习惯,函数指针数组应该就是函数的指针的数组的简写了. 从低级一点点进化到高级

## 数组

int a[2];

数组就是这样,没什么好说的了.就是有两个格子,里面存了两个int类型的数字.这两个格子被看成a.大小使用

sizeof(a)来计算,就是两个int的大小.约定一个int大小是4个字节,那么sizeof(a)就是8个字节大小了.

* 1. **指针的数组（指针数组）**

int \*p[2];

难度加大了一点,但是我们冷静一下,还是可以理解的.

这还是一个数组,还是两个格子,每个格子里存的是指向int类型的指针. 每个指针的大小也约定是4个字节.那么sizeof(p);也就是8个字节了. 格子p1,格子p2

这两个格子分别指向int类型的数字. `p1->&a;p2->&b;`

指针->这个符号是指针专用的.只有指针才能使用->.

指向数组的指针（数组指针）

int (\*p)[2];

难度加大了一点,但是我们冷静一下,还是可以理解的.（）的优先级高于[]

可以确定的是 他在内存中是一个单个指针，指针类型 和int \*没有区别。而指向类型变成了数组， 这还是一个数组,还是两个格子,每个格子里存的是指向int类型

所以指向数组的指针，也成为数组指针

## 函数的指针的数组

按照道理里将应该写成 int (\*func)(int a)[2];

但是应该写成 int (\*func[N])(int, int);

开始变得有意思了.我们读一下这个东西.首先看哪里呢? 我们先不看哪里,我们先来把这一大串东西分解一下.

int (\*func[2]) (int a);好了,这么一看就明白了.

先读标识符,和他相邻的是指针符号,那么func是一个指针,指向的是一个函数，、、、 然后往右,是个数组,那么func应该指向一个数组.那这个数组里存的是什么样的东西呢?

存的是 参数是一个int,返回值是一个int类型的函数.意思是这两个格子里存的是两个函数的地址.

* 1. **解释函数指针**

我尝试说明一下这个类型是什么,为什么有这样的类型. 参数是一个int,返回值是一个int类型的函数 的类型

看到类型这两个字,你是怎么理解的?

在我看来,类型就是模型,就是模板,是一个蓝图,一个模具. 模具有什么特点?

我们有一个米老鼠的模具,使用橡皮泥塞进去,就能倒出来一个米老鼠了. 如果别人拿了一个不一样的米老鼠过来,你使用这个模具是不能卡进去的. 但是使用这个模具倒出来的米老鼠是正好可以卡进去的.

函数的类型就是描述这个函数长什么样子.

**描述的要素有**返回值类型参数个数参数类型

要这三个方面一一匹配,我们就函数是同一个类型的.

比如 int (\*func)(int a, int b); 这就是一个函数模板,**我们可以把这样的函数叫做米老鼠模板**.

如果不给这个模板起名字,我们就说形如这样的函数就叫做 返回值是一个int类型的指针,参数为int a, int b

的类型.

这么叫是不是太费劲了?现在我们就给它起名字叫米老鼠. 使用typedef来进行起名字.

typedef int (\*milaoshu)(int a, int b);

好了,现在我们定义了一个新的函数指针类型叫milaoshu.

**milaoshu类型是一个** 指向 返回值是int 的有两个int参数的函数 的指针 **的类型.**

那我们就使用这个milaoshu类型进行声明吧.

milaoshu p = NULL;`

我们声明了一个milaoshu类型的指针变量p. 这个p目前是指向空的.

除了指向空,它还可以指向milaoshu的类型. 那就是p = func;

调用方式 p(a,b) 就等同于func(a,b);

#include <stdio.h> #include <stdlib.h>

typedef int (\*milaoshu)(int a, int b);

int func(int a, int b){ return a+b;

}

int main() {

int a = 10; int b = 20;

printf("a+b = %d\n", a+b);

milaoshu p; //如果不给这个类型起名叫米老鼠,那么在声明变量p的时候应该这样声明 int (\*p) (int, int);

p = func;

int c = p(a ,b); printf("a+b = %d\n", c); return 0;

}